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A B S T R A C T

Malware analysts use Trend Micro Locality-Sensitive Hashing (TLSH) for malware similarity computation,
nearest-neighbor search, and related tasks like clustering and family classification. Although TLSH scales better
than many alternatives, technical limitations have limited its application to larger datasets. Using the Lean 4
proof assistant, I formalized bounds on the properties of TLSH most relevant to its scalability and identified flaws
in prior TLSH nearest-neighbor search algorithms. I leveraged these formal results to design correct acceleration
structures for TLSH nearest-neighbor queries. On typical analyst workloads, these structures performed one to
two orders of magnitude faster than the prior state-of-the-art, allowing analysts to use datasets at least an order of
magnitude larger than what was previously feasible with the same computational resources. I make all code and
data publicly available.

1. Introduction

The growing volume of both malicious and benign software presents
a growing burden to malware analysts and security vendors. They must
accurately identify connections between malware samples while
avoiding false associations between innocuous files and malware, and
between unrelated malware families.

Locality-sensitive hashing (LSH) (Indyk andMotwani, 1998; Haq and
Caballero, 2021) helps analysts solve this problem by providing a pre-
cise (Oliver et al., 2013) dimensionality reduction technique, whereby
more similar pieces of software have higher spatial proximity. This
capability enables at-scale approximate nearest-neighbor searches
(Breitinger et al., 2014) and, in turn, clustering (Oliver et al., 2021; Bak
et al., 2020), antivirus whitelisting (Smart Whitelisting Using Locality
Sensitive, 2017), detection (Intelligence, 2021; Naik et al., 2019a),
malware campaign tracking (Naik et al., 2019b), and threat information
sharing (Almahmoud et al., 2022; Jordan et al.).

Trend Micro Locality-Sensitive Hashing (Oliver et al., 2013; Oliver,
2024a) (TLSH) emerged as a standard locality-sensitive hash function
for malware analysis. However, efficiently searching for similar hashes

in large TLSH datasets remains a challenge: even though it is possible to
compute TLSH hashes rapidly for a set of inputs, and even though it is
possible to compare different pairs of hashes rapidly, finding
nearest-neighbors is computationally demanding and scales poorly with
corpora size. The root of this issue is in TLSH’s distance function, which
violates the triangle inequality and, therefore, limits the use of metric
data structures for nearest-neighbor searches. No correct,
non-approximate, publicly available algorithm was found that
addressed this gap. This work makes several contributions toward
closing it.

First, this work uses the Lean 4 theorem prover (de Moura and Ull-
rich, 2021) to provide formal, tight bounds on the triangle inequality
violations for the TLSH distance function and its various sub-
components. This exposes an error in prior research that underestimated
the bounds by a factor of over 20 (see Table 1).

Second, based on those theoretical results, this work presents two
TLSH-specific nearest-neighbor acceleration structures: one, based on
tries (Fredkin, 1960), and another, based on vantage-point (VP) trees
(Yianilos, 1993; Uhlmann, 1991).

Third, this work evaluates the performance of these structures on
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real-world and synthetic data, demonstrating >10x throughput on
common workloads compared to corrected versions of the prior state-of-
the-art.

Finally, all code is made available at https://github.com/mitre/f
ast-search-for-tlsh.

2. Background

2.1. Design of TLSH

The TLSH whitepaper (Oliver et al., 2013) accurately describes TLSH
behavior. This subsection summarizes the aspects of the whitepaper
most relevant to this work.

TLSH maps arbitrary byte streams to fixed-length hashes. The hashes
are split into a “header” component and a “body” component. As illus-
trated in Fig. 1, these two components have several subcomponents, or
“features.” The precise semantics of these features are unimportant to
this work, but their layout is illustrated by Fig. 1.

Computing the distance between two samples using TLSH is a three-
step process:

First, TLSH hashes are computed for both files. Second, each feature
in one TLSH hash is compared against the corresponding feature in the
other TLSH hash, and the feature distances are recorded. Finally, these
distances are summed to produce the final TLSH distance. Fig. 2 presents
this visually.

The formulae used to compute feature distances are specific to the
features being compared. For example, the formula for checksum (the
first feature in Fig. 1) distance can only output distances of zero or one.

Not mentioned in the whitepaper, but deeply relevant to this work, is
that most of these formulae are not metrics in the mathematical sense
because they do not all obey the triangle inequality. However, they are
semi-metrics because they are all symmetric, non-negative, and only
yield distances of zero when two features are the same.

The proofs of these claims are omitted for reasons of triviality: for

example, all TLSH formulae accumulate distance by either adding
modular distances (a counting-based distance metric (Oliver et al.,
2013)), positive constants, or absolute values of expressions (Oliver
et al., 2013). As these all constitute natural numbers, and as the naturals
are closed under addition, TLSH distances must also be naturals; and
proof that TLSH distance violates the triangle inequality follows trivially
from the proof that TLSH can violate the triangle inequality by 430
distance units, which I include in Appendix A, complete with
constructive examples. Others have also made constructive (if not
maximal) proofs available (Baggett, 2023).

2.1.1. TLSH for malware forensics
TLSH offers several practical attributes for malware forensics and

analysis: TLSH is open and permissively licensed (Oliver, 2024a), so
unlike proprietary LSH schemes, there are no limitations or costs asso-
ciated with its access or usage. TLSH also performs competitively in
comparative evaluations, particularly in terms of accuracy and robust-
ness to adversarial attacks (Oliver and Hagen, 2021). Finally, as a cor-
ollary of doing well amongst high-uptake LSH schemes, TLSH benefits
from strong network effects, having been adopted by platforms like
VirusTotal.

These features are of value to analysts as they facilitate the sharing
and broader use of TLSH hashes. For example, because VirusTotal
adopted TLSH, analysts can conduct TLSH-similarity queries on the
entire VirusTotal corpus (VirusTotal, 2024).

2.1.2. TLSH limitation
Unfortunately, a TLSH technical limitation disrupts the viability of

large-corpora TLSH nearest-neighbor queries. Indeed, “due to perfor-
mance reasons”, VirusTotal throttles TLSH queries to a rate of 15 per
minute for paying users and prohibits their use entirely for non-paying
users. Moreover, VirusTotal’s TLSH indexing and querying algorithms
are private, and a review of the literature found no public alternatives.
This leaves no straightforward way for those in the industry to bear the
cost of self-hosting a similar service. The lack of such tooling necessarily
constrains analysts’ ability to use TLSH with large malware datasets.

This limitation stems from the fact that TLSH is only a semi-metric,
not a metric: it violates the triangle inequality.

In a metric space, the triangle inequality suggests that if Alice and
Bob are close, and if Bob and Eve are close, then one can use their
closeness to bound the distance between Alice and Eve. If TLSH were a
metric, VP trees (Yianilos, 1993) could enable efficient nearest-neighbor
searches, because TLSH hashes could be laid out in such a way that these
bounds can direct a search, and, in turn, enable pruning of large areas of
the search space.

Because TLSH does not obey the triangle inequality, the use of
metric-based techniques for nearest-neighbor searches is limited. Ana-
lysts ostensibly must either conduct exhaustive linear scans of the entirety
of a dataset, every time that a query is conducted; or analysts must use
approximate nearest-neighbor search and sacrifice precision, recall, or
both.

2.2. Related work

2.2.1. Research into TLSH scalability
The official TLSH documentation contradicts the claims of this paper,

noting that “TLSH is very fast at nearest-neighbor search at scale […]
being a distance metric (as per the mathematical definition) and hence
has logarithmic search times […] and in particular [obeys] the triangle
inequality” (Oliver, 2021a). However, this is misleading, as the authors
now publicly acknowledge that “the [TLSH] distance function does not
obey the triangle inequality” (Oliver, 2024b) and is only “an approxi-
mate distance metric” (Oliver et al., 2020).

Prior work to improve TLSH’s scalability has had varying degrees of
applicability. For instance, Trend Micro Research documented one
improvement to the use of TLSH for clustering, centered around the

Table 1
TLSH triangle inequality distance violations.

Component Violation

Header Distance Violations
Checksum-distance 0
L-distance 22
q1-distance 12
q2-distance 12
Total Header Distance 46
Body Distance Violations
Per-bucket body distance 3
Total Body Distance (128 buckets) 384
Overall Violation 430

Fig. 1. Structure of a TLSH hash.

Fig. 2. TLSH file comparison pipeline.
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parallelization of a clustering algorithm (Ali et al., 2020). While this can
improve throughput on a system in (at best) direct proportion to the
amount of available system parallelism, it does not solve the high
computational costs of TLSH queries themselves; rather, it just allows
that cost to be distributed across more CPU cores.

Other Trend Micro Research work presented two different acceler-
ation structures for TLSH nearest-neighbor search: a random forest and a
VP tree (Oliver et al., 2021). This work avoids the former because it only
gives approximate results, as noted in the prior work. The latter, as was
also noted, is a path toward an exact algorithm, making it highly rele-
vant. This work builds off their VP tree concept.

A careful reader may note that VP trees were previously implied to be
incompatible with non-metric distance functions. The prior work at-
tempts to address this based on the premise that because TLSH is still
“within a constant of a metric” (Oliver et al., 2020), and because “dis-
tance functions that are within a constant [factor] of a metric” can still
be accelerated, a special VP tree can still work (Oliver et al., 2020, 2021)
if it considers additional nodes. The flaw with that work is in the
implementation: the authors assume that the constant factor is 20
(Oliver, 2021b), which is incorrect. To be correct, the authors should
have used 430 (see Table 1). Unfortunately, applying this correction
reduces the performance of their implementation to that of unaccel-
erated, linear scanning (see Fig. 3).

2.2.2. Non-TLSH alternatives
Several mainstream LSH schemes, like ssdeep (Kornblum, 2006) and

sdhash (Roussev, 2010), can be used as TLSH alternatives; however,
these do not solve the underlying scalability problem and, in compara-
tive evaluations, often fail to outperform TLSH (Oliver et al., 2013;
Pagani et al., 2018; Azab et al., 2014).

Other LSH schemes map to proper metric spaces (Gu et al., 2013;
Oprişa et al., 2014), theoretically enabling efficient nearest-neighbor
search. In spite of this advantage, and in spite of other potential ad-
vantages held by competing algorithms, they haven’t yet displaced
TLSH; accordingly, TLSH still enjoys an ecosystem size advantage.

Within digital malware forensics specifically, several LSH schemes
exist as specialized algorithms, like PermHash for Chromium extensions
(Wilson, 2023), or peHash for PE files (Wicherski, 2009). These spe-
cializations can be highly constraining: peHash, for example, will never
identify relationships in code similarity between Mac, Windows, and
Linux payloads, as ELF files are not PE files, and neither are Mach-O files.

While many non-LSH techniques exist (Haq and Caballero, 2021),
none were identified in the literature with the compactness (Oliver et al.,
2013), throughput (Oliver et al., 2013; Haq and Caballero, 2021; Li
et al., 2019), generality (Oliver et al., 2013), and wide uptake of LSH
schemes.

3. Methods

This research is divided into three sections: theoretical analysis to
formalize TLSH’s triangle inequality violations, algorithm design to
exploit the theoretical results, and comparison of the devised algorithms
to alternatives.

3.1. Theory

I first proved bounds on the degree to which TLSH subcomponents
could violate the triangle inequality, formalizing the proof using the
Lean v4.14.0 (de Moura and Ullrich, 2021) proof-assistant and mathe-
matical library (The mathlib community, 2020).

Specifically, lettingH1,H2,H3 be any three distinct TLSH hashes, and
letting d(x, y) represent the contribution of a feature of TLSH to the total
TLSH distance, I solved for the tightest bounds on c in the triangle
inequality, d(H1, H3) ≤ d(H1, H2) + d(H2, H3) + c.

Building on those results, I showed bounds for the TLSH distance
function and its constituent header and body components. For the proof

itself, see Appendix A.

3.2. Algorithm design

I implemented and tested the following algorithms. For each,
Appendix B includes pseudocode.

3.2.1. VP tree
I implemented a VP tree (Yianilos, 1993; Uhlmann, 1991), inspired

by prior work (Oliver et al., 2020).
Unlike existing methods, this VP tree exclusively indexes the TLSH

header component, which, in theory, confers two advantages over
indexing the entirety of a TLSH hash: faster VP tree index construction
because body feature distance never needs to be computed; and faster
VP tree queries because header component distance violates the triangle
equality to a much lesser degree than body component distance, which
allows for more aggressive pruning during searches.

Because body component distance still matters, it is checked before a
candidate is added to the resulting nearest-neighbor list; if the sum of
header and body distance for two hashes is outside the “cutoff” for what
defines a nearby-neighbor, it is pruned.

3.2.2. Trie with schema-learning
I implemented a novel, trie-based (Fredkin, 1960) approach to

nearest-neighbor queries. Rather than search for nearby neighbors in the
order that TLSH features are laid out in a hash, it uses a greedy, ran-
domized algorithm to find an ordering, or “schema,” that maximizes the
number of nodes pruned at shallow levels of the search tree.

Trie search follows the ordering laid out in the schema. Helpfully,
schemas can be saved and reused on different datasets. In trie search, the
proofs of each TLSH feature’s contributions to the total triangle
inequality violation are used to constrain the search radius.

3.2.3. Replication of prior work
I implemented and evaluated the VP tree design described by Trend

Micro Research (Oliver, 2021b) in Rust in order to evaluate performance
relative to prior work.

Concerning the correctness issue outlined in Section 2.2.1, I tested
“corrected” and “uncorrected” versions of their algorithm.

3.2.4. Linear scanning
Linear scanning served as a control.
Though largely outside the scope of the paper, the source code for

this work includes a parallel, Tensorflow-accelerated (Abadi et al.,
2015) Python library for working with TLSH on large datasets.
Appendix C covers the performance of its linear scanning routine.

3.3. Empirical evaluation

3.3.1. Datasets
I evaluated performance on two datasets: randomly generated syn-

thetic TLSH hashes, and a convenience sample of 1,263,016 TLSH
hashes sourced from the VirusTotal metadata for a local repository of
VirusShare (VirusShare.com, 2024) data.

The latter dataset represents the entirety of an employer-maintained
collection of data. Data was not filtered prior to or during the evaluation.
Furthermore, and in the interest of transparency, the data is provided in
the source code associated with the paper (see Appendix A).

3.3.2. Workloads
This work examined three groups of nearest-neighbor search work-

loads, based on common analytical tasks.
“Near” neighbors were defined as those with a TLSH distance of at

most 30, as this is a standard industry and academic choice (Hutelmyer
and Borre, 2024; Joyce et al., 2023) with TLSH. Larger cutoffs trade
precision for recall (Oliver et al., 2013).
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1. All-to-all workloads:
An analyst may receive a set of samples to triage and want to

cluster them.
To approximate inefficient clustering algorithms, I do pairwise

comparisons of every sample in corpora of sizes 5000 and 10,000.
2. Fixed-query-size, variable-corpora-size workloads:

An analyst may receive a set of samples to triage and want to check
which are novel.
To approximate this task, I measured the time it took to conduct

1000 queries on various-sized subsets of a larger corpus. The queries
were chosen randomly from the larger corpus rather than its subset.

3. Variable-query-size, variable-corpora-size workloads:
An analyst may use TLSH and a specialized clustering algorithm

requiring very few comparisons.
To approximate more efficient clustering algorithms, I measured

the time it took to query a random 10 % of corpora of various sizes.
The sampling procedure is the same as for the fixed-query-size,
variable-corpora-size workload.

To assess whether the choice of 30 as a distance cutoff biased the
results and to capture alternative workloads, I evaluated cutoffs from 1
to 1000. Note that at cutoffs above 200, TLSH may exceed a false-
positive rate of 50 % (Oliver et al., 2013), so measurements past that

Fig. 3. Assorted performance metrics for the various algorithms with cutoff of 30.
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point are of questionable utility.
To assess whether aspects of these workloads were “shifted” from

query-time to preprocessing-time in a way that might prove too
computationally demanding or wasteful for specific tasks, I also evalu-
ated the time spent building the acceleration structures.

Note that because a single schema may be reused with different
corpora, the choice to do schema-learning (rather than reuse a single
schema) represents a trade-off between data structure efficiency and
preprocessing time. Although this has little influence on results, I show
measurements of trie preprocessing with and without schema-learning.

3.3.3. Benchmark environment
I ran all benchmarks 11 times on a 12-core M2 Max MacBook Pro

using high-performance mode on macOS 15.2. Reported results repre-
sent median execution times. The testing harness and associated algo-
rithms were built with Rust 1.83.0. The benchmark suite recorded CPU
clock speeds using the sysinfo crate (Sysinfo, 2024). The records showed
no indications of throttling.

4. Results

4.1. Theory

I quantified the contribution of different TLSH features to the total
violation of the triangle inequality. For information regarding the proof,
please see Appendix A.

Fig. 4. Effect of different cutoff levels on algorithm performance.
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Note the precise semantics of these features is of low direct relevance
to this work.

4.2. Scaling by workload and data source

Fig. 3 shows algorithm performance when the cutoff for similarity is
30 and corpora sizes are varied. Fig. 4 shows the performance of the
algorithms when only the cutoff for similarity is varied.

4.3. Fixed-workload results

Both indices outperformed linear scanning on the 10,000-to-10,000,
cutoff-of-30, clustering-like workloads. The VP tree was strictly faster
than the trie on real-world data.

Results were similar on 1000-to-1,000,000 workloads.

5. Discussion

The results make for several substantial contributions to the TLSH
scalability literature.

The analysis of TLSH’s triangle inequality violations was the most
relevant to prior literature because it demonstrated errors in prior work.
Table 1 showed that the triangle inequality could be violated by a
constant factor of 430, far exceeding the prior estimate of 20 (Oliver,
2021b). After correcting this error in the prior work, its performance
degraded to that of linear scanning (see Fig. 3b).

The results on synthetic data were much better for the acceleration
structures than the results on real-world data. This discrepancy likely
stems from the tighter distribution of TLSH features in real-world data.
For example, file length–a key TLSH feature–has much lower variance in
real-world datasets than in randomly generated data. This tighter clus-
tering means hashes have more plausibly nearby neighbors, reducing
opportunities for pruning during queries. This analysis focuses on real-
world data to avoid drawing biased conclusions.

5.1. VP tree

Compared to the corrected prior work and linear scanning, I see
much better performance–over an order of magnitude greater
throughput at the standard cutoff of 30–with the presented VP tree. The
uplift was in both index construction (Fig. 3f) and querying (Fig. 3d),
due to reduced computational overhead during construction (as body
distance does not get used) and more aggressive pruning during
searches, respectively.

The VP tree demonstrated performance advantages during index
construction at all cutoff levels and against all tested data structures (see
Fig. 4f).

Although the VP tree underperformed linear scanning at extremely
wide similarity cutoffs, at every cutoff below 200–when ≥50 % false
positive rates are known to occur (Oliver et al., 2013) and broader
cutoffs are likely to be impractical–the VP tree was the fastest technique
(see Fig. 4d).

The advantage was particularly pronounced in Fig. 4b, which rep-
resents cases where index construction times amortize away; here, the
VP tree was the best performing up to cutoffs of approximately 400.

5.2. Trie

I diverged from prior work by introducing a novel, trie-based VP tree
alternative for TLSH nearest-neighbor search. At very strict cutoffs, the
trie outperforms the VP tree and the prior work by an order of magni-
tude, but this advantage quickly vanishes at higher cutoff values. At
cutoffs above 10, the VP tree shows a consistent performance advantage,
and at cutoffs above 100, the trie underperforms linear scanning. This
stark regression is likely because, with each query, the trie performs an
exhaustive breadth-first search. It is only because of aggressive pruning,

which requires tight cutoffs, that trie search is performant.

5.3. Linear scanning

Because linear scanning performance is unaffected by cutoff (see
Fig. 4d), linear scanning may be advantageous in certain ultra-high-
cutoff use cases. On smaller corpora, even when linear scanning is
slower than querying indexed structures, highly demanding workloads
like all-to-all queries can still be completed in seconds (see Fig. 5).
Consequently, there may be cases where linear scanning is preferable to
indexed searches for speed or convenience.

Nevertheless, linear scanning performance degrades quickly with
larger corpora and more queries. Fig. 6 demonstrates this limitation,
showing a large performance gap between the index-based algorithms
and linear scanning.

5.4. Implications

The results were highly pronounced on clustering workloads, where
the best algorithm–the VP tree–delivered a 10 × performance uplift
compared to the state-of-the-art (see Fig. 3b). Though difficult to see on
a log scale, performance scaling was also much better with the VP tree

Fig. 5. Median profile of an all-to-all workload involving a 10,000-hash corpus,
by data source.

Fig. 6. Median profile of a 1000-to-1,000,000 workload, by data source.
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than with the prior work.
Unlike clustering workloads, where the number of nearest-neighbor

queries grows with the size of the dataset, malware corpus search APIs
like VirusTotal’s “Advanced Corpus Search” (VirusTotal, 2024) repre-
sent workloads that consist entirely of a single nearest-neighbor query.
For these APIs and workloads, performance improvements for queries
directly translate to increased API or analyst capacity: at a cutoff of 30,
compared to the prior state-of-the-art, a nearest-neighbor search API
using the VP tree can either dispatch ten times as many queries or query
a dataset ten times the size, with the same compute budget.

6. Conclusion

I’ve shown, using a formal proof assistant, fundamental limitations
in TLSH and their impact on prior TLSH nearest-neighbor search
implementations. Building on the formal results, I’ve presented two data
structures that could overcome these limitations: one based on a
vantage-point tree, and another based on a trie-like structure.

Experimental results show that on real-world data, for nearest-
neighbor queries and associated clustering workloads, these data
structures provide one to two orders of magnitude greater throughput
relative to the state of the art. Except at the most stringent cutoffs for
what constitutes a “near neighbor,” the vantage-point tree was the
fastest of the two new data structures. These performance improvements

allow analysts to process datasets an order of magnitude larger than
what was previously feasible with the same resources.

It is hoped that–given the large design space for this particular
problem–the formal results, benchmarking tools, and code for working
with TLSH may serve as a foundation for further improvements.
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Appendix A. Supplemental Material

All supplemental material can be found at https://github.com/mitre/fast-search-for-tlsh.

Appendix B. Pseudocode

All algorithms take in a data structure holding a corpus, a query, and a radius used as the cutoff for similarity search.
The VP tree is constructed as any other: assume every node in the tree is a vantage-point with radius of size node.threshold. Little improvement

was observed with different vantage-point selection strategies. The approach described as “prior literature” differs only in 430 being used as
MAX_HEADER_VIOLATION, and with the total distance being used instead of header distance.

Algorithm 1. Query logic for VP tree

function RANGE_QUERY(tree, query, radius)
results ← [ ]
stack ← [tree.root]
new_radius ← radius + MAX_HEADER_VIOLATION
while stack not empty do
node ← stack.pop
header_dist ← HEADER_DIST(node.point, query)
body_dist ← BODY_DIST(node.point, query)
if header_dist + body_dist ≤ radius then
append node.point to results
end if
if header_dist - new_radius ≤ node.threshold then
append node.left to stack
end if
if header_dist + new_radius ≥ node.threshold then
append node.right to stack
end if
end while
return results

end function

The trie has both a searching component and a schema-learning component.
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Algorithm 2. Trie schema-learning logic

function LEARN_SCHEMA(data, cutoff)
sample_n ← MIN(64, |data|)
sampled_data ← randomly sample sample_n from data
schema ← [ ]
max_cutoffs ← 0
loop
best_feature ← null
best_num_cutoffs ← max_cutoffs
best_feature_by_sum ← null
best_sum ← 0
feature_range ← 0.36 ⊳ 36 = # TLSH features
for each i in feature_range do
if schema contains i then
continue
end if
trial ← schema + [i]
num_cutoffs ← 0
total_sum ← 0
for each v in sampled_data do
pair_cutoffs ← 0
pair_sum ← 0
for each u in sampled_data do
diff ← FEATURE_DIST(u, v, trial)
if diff ≥ cutoff then
pair_cutoffs ← pair_cutoffs + 1
end if
pair_sum ← pair_sum + diff
end for
num_cutoffs ← num_cutoffs + pair_cutoffs
total_sum ← total_sum + pair_sum
end for
if total_sum > best_sum then
best_sum ← total_sum
best_feature_by_sum ← i
end if
if num_cutoffs > best_num_cutoffs then
best_num_cutoffs ← num_cutoffs
best_feature ← i
end if
end for
if best_feature not null then
append best_feature to schema
else if best_feature_by_sum not null then
append best_feature_by_sum to schema
else
break
end if
max_cutoffs ← best_num_cutoffs
end loop
return schema

end function

Algorithm 3. Trie query logic

function TRIE_SEARCH(node, query, radius, schema)
if node is a leaf then
return FILTER(node.points, query, radius, schema) ⊳ Filter out would-be false-positives using remaining features
end if
results ← [ ]
feature ← first feature in schema
value ← GET_FEATURE_VALUE(query, feature)
max_diff ← COMPUTE_MAX_DIFF(feature, radius)
for all possible candidate value s.t. candidate diff ∈ [0,max_diff] do ⊳ diff > max_diff → dist > radius
dist ← FEATURE_DIFF(value, candidate, feature)
if dist ≤ radius then
child ← node[candidate]
radius_budget ← radius - dist
schema’ ← TAIL(schema)
sub_results ← TRIE_SEARCH(child, query, radius_budget, schema’)

(continued on next page)
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(continued )

for each sub_result in sub_results do append sub_result to results
end for
end if
end for
return results

end function

For completeness, linear_scan is as follows:

Algorithm 4. Linear scan

function LINEAR_SCAN(corpus, query, radius)
results ← [ ]
for digest in corpus do
header_dist ← HEADER_DIST(digest, query)
body_dist ← BODY_DIST(digest, query)
if header_dist + body_dist ≤ radius then
append digest to results
end if
end for
return results

end function

Appendix C. Tensorflow-accelerated scanner

I authored a Tensorflow-accelerated linear scanning routine to facilitate using TLSH on large datasets, within Python notebooks. I benchmarked it
against a linear scanning routine powered by py-tlsh (Py-tlsh, 2024), the official C++ Python extension for fast TLSH operations.

The benchmarks used Rust 1.83.0, Python 3.12.7, Tensorflow 2.18.0 (Abadi et al., 2015), numpy 2.0.1 (Harris et al., 2020), and py-tlsh 4.7.2
(Py-tlsh, 2024).

I included Rust linear scanner performance for illustrative purposes only, as the Rust and Python benchmark harnesses differ, limiting result
comparability.

The benchmark results were as follows:

Fig. C.7. Performance of linear-scan implementations.

The Tensorflow-enhanced Python library outperformed the py-tlsh-based scanner across all measured workloads.
I attribute a roughly 10x performance uplift, relative to the py-tlsh-based scanner, to parallelism; and the residual performance uplifts to two

factors: that Tensorflow optimizes memory access patterns, particularly on all-to-all tasks; and that Tensorflow batches queries, which reduces the
time spent in the Python interpreter.

The benchmark code is available in Appendix A.

J. Gonzalez
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