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A B S T R A C T

The increasing adoption of Linux-based desktop systems in various sectors, including critical infrastructures and
personal use, has made them an attractive target for Advanced Persistent Threat (APT) groups and state actors.
Yet, the espionage capabilities of Linux desktop malware and the forensic strategies for uncovering them remain
largely unexamined. This paper addresses this gap by analyzing ten malware families that target the Linux
desktop environment, studying the utilized espionage techniques, and introducing novel approaches to detect
them using memory forensics.

Facing the multitude of espionage attack implementations that result from the diverse Linux desktop
ecosystem, we propose to reduce the complexity of memory forensic investigations by focusing on the analysis of
targeted core services. We evaluate our approach by implementing proof-of-concept Volatility plugins for
identification of keylogging, screen capturing as well as camera and microphone recording malware, and prove
their effectiveness by performing forensic analyses of real-world espionage techniques that were utilized during
APT campaigns. Our evaluation shows that memory forensics is effective in uncovering Linux espionage attacks,
and we are confident that our study provides valuable insights for future research and practical analysis of these
threats.

1. Introduction

The continuous improvement of open source desktop software has
led to a rise in the usage of Linux-based desktop systems. As a result,
Linux-based workstations have been reported to be widely used by
public institutions and found utilization even in critical infrastructures,
e.g., at the U.S. Department of Defense (linux.com, 2007), India’s
Defence Ministry (Peri, 2023) or European law enforcement agencies
(HILLENIUS, 2013).

Moreover, Linux-based desktop systems also gained popularity as
personal computers for home use (Vaughan-Nichols). The economic
potential of its large user base has been recognized by large
game-developing companies like Steam (2024), which built a whole
gaming ecosystem around the Linux desktop, as well as specialized
companies offering professional-grade graphical applications (Case and
Richard, 2017). Reflecting its wide adoption, Linux even overtook
macOS’ user share as a gaming platform since 2023 (Steam, 2024),
underlining today’s relevance of Linux-based desktops in the field.

Contrarily, and despite multiple APT groups (Talos, 2023; Cyble,
2024; Kaspersky, 2020; Ramamoorthy et al., 2024) and state actors

(Amnesty International, 2020) repeatedly target the Linux desktop,
malware abusing Linux desktop functionality did not receive much
attention in research. We are unaware of any studies evaluating the
malicious capabilities of Linux desktop malware or addressing the de-
fense against them. As a result, the detection and forensic analysis of
desktop espionage attacks remain unsolved problems.

In this paper, we present a two-step approach to address these
challenges. Firstly, we identify malware samples that target the Linux
desktop environment and systematically analyze the techniques used to
commit espionage on desktop users. We show that the investigated
malware samples utilize a multitude of techniques to spy on users, which
particularly target the desktop ecosystem.

Secondly, facing the advanced evasion and obfuscation methods of
malware used by APT groups, we propose to forensically examine
malware infections using memory forensics (Case and Richard, 2017).
While the broad range of utilized espionage techniques complicate the
application of memory forensic analyses, we show that most of the spy
attacks rely on functionality provided by a few core services. We use this
insight to reduce the complexity of memory forensic approaches and
develop proof-of-concept implementations that are capable of detecting
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espionage attacks. To foster future research and analyses, we make these
implementations publicly available in the form of plugins for the Vola-
tility framework (Volatility Foundation, 2025).

We evaluate our approach by re-implementing real-world desktop
malware attacks, executing them on systems powered by eight popular
Linux distributions, and performing forensic analyses using the devel-
oped plugins. Our evaluation shows that espionage attacks also
compromise seemingly resilient desktops based on Wayland, and we
demonstrate that memory-forensic analyses are effective in detecting
them.

Summarized, our contributions are as follows:

• We present, to our knowledge, the first extensive study on Linux
desktop malware. We compiled a dataset of ten malware families
targeting the Linux desktop, reverse engineered their behavior, and
report on the techniques used for conducting espionage attacks on
desktop users.

• We present novel techniques for detecting these espionage attacks by
analysing the process memory of display servers, audio providers and
the Linux kernel.

• By targeting eight popular Linux distributions, we analyze the impact
of espionage techniques on modern Linux desktops and evaluate our
detection methods.

• To foster future research and evaluation, we publish an open-source
repository (Muenster, 2025) with implementations of identified
real-world attacks, Volatility plugins for detecting them, and a
dataset containing memory dumps of infected systems.

2. Background & motivation

2.1. Linux desktop environment

The Linux desktop environment is a complex ecosystem that com-
prises various userland components working in tandem. At its core, the
Linux desktop environment relies on a display server that is responsible
for rendering graphics and handling of input events from devices such as
keyboards and mice. The two most commonly used display servers
protocols include the X Window System (X11) and Wayland. While X-
based environments utilize the XOrg server (X11) as display server,
Wayland-based environments use one of the many available Wayland
compositors. Additionally, the Linux desktop environment depends on
several other key components, in particular audio servers and the Video
4 Linux (V4L) subsystem. The audio server, nowadays typically imple-
mented using PipeWire, manages audio streams, offers sound mixing
capabilities, and interacts with audio hardware devices such as sound
cards and speakers. V4L is a set of APIs and drivers that provide access to
video capture devices such as webcams, TV tuners, and other multi-
media peripherals, providing functions such as video recording,
streaming, and playback.

2.2. Memory forensics

In recent years, the increasing sophistication of modern malware has
led to a shift in digital forensic analyses (Case and Richard, 2017).
Traditional methods of malware detection, which rely on
signature-based scanning and log analysis, fall short against advanced
threats that are heavily obfuscated, encrypted and primarily reside in
volatile memory to avoid detection. As a result, analyses of volatile
memory became a critical component of forensic investigations (Ligh
et al., 2014), either during live investigations or when analyzing mem-
ory snapshots of potentially compromised systems. Thereby modern
frameworks facilitate the inspection of kernel and process memory
(Volatility Foundation, 2025), offering investigators a complete view
into a system’s state, provided that the semantic byte-level data can be
correctly interpreted. Therefore, memory forensics provides insight into
information that is otherwise inaccessible and can be used to scale

detection and alerting of advanced malicious software (Manna et al.,
2021).

2.3. Motivating example

The malware families analyzed in this paper were mainly used by
state actors or APT groups, e.g., to spy on political dissidents after suc-
cessfully infiltrating their end-user devices (Amnesty International,
2020). We assume that attackers have fully compromised the victim’s
system and are spying on the victim’s activities and communication. To
reach their goals, attackers make use of sophisticated malware capable
of covering its presence, e.g., by hiding running malware processes (Ligh
et al., 2014). Against this background, memory forensics analyses are
particularly valuable, as they can be used to uncover hidden intrusions.
While previously researched malware mainly abuses kernel function-
ality to perform espionage (Ligh et al., 2014; Case et al., 2022), the ar-
chitecture of Linux desktop systems allows to implement spy attacks by
targeting desktop components, e.g., display or audio servers (see Snippet
1).

Snippet 1: Code of a keylogger that registers for events of the X11
server.

As a result, these attacks remain undetected by existing memory
forensic approaches, as they primarily focus on the evaluation of kernel
structures (Case et al., 2022; Ligh et al., 2014; Maxwell et al., 2013). To
close this gap, we propose to perform memory forensic analyses of tar-
geted desktop services. In this way, we find indicators of malware in-
fections, e.g., by identifying display server clients that demonstrate
suspicious behaviour (see Snippet 1).

3. Uncovering linux desktop espionage

3.1. Methodology

To effectively detect espionage attacks, a comprehensive overview of
the features and techniques implemented by malware is essential. In the
following, we describe our methodology for compiling a dataset of Linux
desktop malware, present the results of a thorough analysis of their
implemented espionage features and introduce approaches for detecting
them. To the best of our knowledge, we thereby present the first sys-
tematic overview of Linux desktop malware.

3.1.1. Collecting malware families & samples
In the absence of a publicly available dataset on Linux desktop

malware, we have compiled a dataset based on generally available in-
formation. Specifically, we first utilized search engines, i.e., Google and
DuckDuckGo, to identify relevant malware families. We thereby con-
ducted targeted searches using keywords and phrases such as linux
desktop malware, linux spyware, and linux trojan, and analyzed the results,
consisting of various articles, blog posts, and threat intelligence reports.
If an article indicated that a malware family targets the Linux desktop,
we searched malware repositories on Github (GitHub, 2025) and data-
bases such as MalwareBazaar (MalwareBazaar (2025) and Vx Under-
ground (2025), and downloaded the corresponding samples for
subsequent analyses. As seen in Table 1, this process allowed us to
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identify and collect samples of ten distinct malware families targeting
the Linux desktop, including those not previously documented or
analyzed in the academic literature.

3.1.2. Reverse engineering of espionage techniques
To evaluate the espionage capabilities of the identified malware

families, we reverse engineered the collected samples with a focus on
implemented spy techniques. The collected samples existed in two pri-
mary forms: binary executables and source code. Given the diversity of
samples and languages involved, we found manual analyses preferable
to automated attempts.

We analyzed the collected code and binary samples by employing a
combination of manual code review and static and dynamic analyses
with the help of Ghidra and gdb. As the binary samples utilized custom
packing and obfuscation mechanisms to complicate malware analysis,
we evaluated their packing schemes and unpacked them before further
analysis. We then investigated the implemented espionage capabilities
and identified various spy attacks targeting services of the Linux desktop
environment. We elaborate on the identified capabilities and their
implementations in the following sections and summarize the results in
Table 2.

3.1.3. Detecting malware using memory forensics
As illustrated in Sec. 2, we propose to uncover espionage attacks by

analyzing the memory of targeted desktop services, particularly by
identifying state changes that indicate malicious activity. In this way, we
can detect the malware’s behavior by investigating the address space of
a few desktop services, avoiding a costly analysis of all running pro-
cesses. Furthermore, this approach works independently of the imple-
mentation of the espionage techniques, i.e., our approach is independent
of the programming language used, as well as runtimes and shared
libraries.

We take benefit of the fact that open source software can be created
with debugging symbols. We use these symbols to analyze structures in
process memory that are affected by the execution of espionage attacks,
and identify changes to data fields that can be used as indicators of
espionage attacks. Using these insights, we implement proof-of-concept
Volatility (Volatility Foundation, 2025) plugins that can be used to
uncover espionage attacks on Linux desktop systems. In the following,
we elaborate on the identified espionage techniques and the approaches
used to detect them in more detail.

3.2. Key- & mouselogging

3.2.1. Malware implementation
Expectedly, we found most of the desktop malware samples

Table 1
Identified Linux desktop malware families, implementation language, sample
availability, associated APT groups, and year the malware has been reported to
be used in the wild.

Malware Language Source
Code

Binary
Sample

APT
group

Reported

HackingTeam C/C++ ✓ ​ State
Actor

2013

Mokes C/C++ ​ ✓ – 2016
Fysbis C/C++ ​ ✓ APT28 2016
EvilGnome C/C++ ​ ✓ – 2019
FinSpy C/C++ ​ ✓ State

Actor
2021

Alchimist/
Insekt

Go ​ ✓ – 2022

DeimosC2 Go ✓ ​ Lazarus 2022
Empire Python ✓ ​ Turla 2022
Pupy Python ✓ ​ UTG-Q-

010
2024

Sliver Go ✓ ​ APT29 2024
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implement key- and mouselogging features, e.g., functionality to record
keystrokes to steal passwords, sensitive information, and other confi-
dential material. Thereby all investigated malware samples abuse
functionality of the Xorg server for implementing these espionage at-
tacks, as the X server also handles the processing of input events for the
application. Malware applies multiple techniques for capturing key-
strokes and mouse pointer events.

Firstly, some malware samples register at the X server to receive core
input events, which represents the traditional X-server implementation
of input handling. Thereby, a connection to the X server is established
using the XOpenDisplay function, and the malware registers for notifi-
cation of keypress events using the XSelectInput API (see Snippet 1). As a
result, the X server queues keyboard input events and delivers them
when the malware signals readiness by calling XNextEvent.

Secondly, some malware families use the more modern input ex-
tensions as an alternative for capturing input events. To do so, they
create an event mask with XISetMask and utilize it to register for events
with the XISelectEvents function. Similar to the handling of the core
event queues, keypress events are delivered to the malware when
requested with XNextEvent.

Thirdly, and differing from the previously introduced variants, some
malware samples implement keylogging by fetching the logical state of
the keyboard in microsecond intervals. After establishing a connection
to the X server, the malware requests a bit vector containing the
keyboard state with XQueryKeymap. The returned bit vector indicates
key presses, which the malware compares to the bit vectors of previous
intervals. Thereby, any changes between these vectors represent a
keystroke.

We found that some malware samples utilize the same mechanisms
to also query the mouse pointer’s position, either by registering for the
corresponding events or using the XQueryPointer function. Combined
with the capture of screenshots, user’s actions on the screen can be
tracked accurately.

3.2.2. Memory forensic analysis
We shortly elaborate on the X server’s internal memory structures to

facilitate the understanding of the following approaches. The X11 server
holds client information in a struct _Client, and stores pointers to each
client’s structure in a linked list called clients. Each _Client structure
contains a pointer to the ClientIdPtr substructure, in which detailed
information about the originating process is stored, such as the process
ID and the process name. The X11 server uses screen and window ab-
stractions to display a graphical user interface. A _Screen structure en-
capsulates information and resources related to a specific screen of a
display, which can consist of one or more monitors. It contains a pointer
to a linked list of top-level windows encapsulated in _Window structures,
which holds all the relevant information required to manage and display
a specific window.

3.2.2.1. Core events. When a malware requests core event notification
using XSelectInput, the X11 server iterates over each window. It appends
the malware client to a linked list named otherClients. This list holds
_OtherClients structure instances, and each list member contains a mask.
This mask is used to register the corresponding client for event notifi-
cations of the window and is evaluated when an input event, such as a
key press, occurs. We leverage this fact to detect key- and mouseloggers
with the xevents Volatility plugin. The plugin scans the heap of the X11
server for _Screen structure instances and uses screen instances found to
identify the attached parent-level windows. Following, the plugin
evaluates each window’s otherClient list and identifies all clients that
register for input event notification by setting the key press 0x03 or
mouse event flags 0x02. Through this plugin, investigators can imme-
diately identify key- and mouseloggers that rely on core event notifi-
cation (see Fig. 1).

3.2.2.2. Input extensions. By calling XISelectEvents(), malware registers
for notification of events via input extensions. These behave similarly to
the core event notifications but differ in implementation. In case a client
wants to capture events via input extensions, the X11 server appends the
client to a linked list holding instances of struct _InputClients, which is
only accessible by following an extensive pointer chain: A pointer to this
list can be found in the InputClients field of the OtherInputMasks
structure, which can be accessed via a structure called _WindowOpt,
which contains additional information about a window and itself is a
substructure of struct _Window. We use this insight to implement key-
and mouselogger detection in the xinputextensions plugin. The plugin
identifies _Screen instances on the heap of the X11 server and iterates
over the linked windows. The plugin follows the previously described
pointer chain for each window and accesses the InputClients list. For
each client in this list, the plugin evaluates a struct _XI2Mask, repre-
senting an array of masks. This array separately encodes event notifi-
cation masks for each registered input device. To capture all input
events, malware registers for the placeholder devices XIAllDevices or
XIAllRawDevices and sets the flag 0x20 for keystroke logging or the flag
0x02 for mouse logging. By checking the masks for these values, the
plugin can detect key and mouse capturing and effectively supports in-
vestigators in identifying malware that abuses input extensions (see
Fig. 2).

The analysis of espionage attempts reading the logical state of input
devices is identical to those used for screen capturing, and we describe
their analysis below.

3.3. Screen capturing

3.3.1. Malware implementation
An espionage technique commonly used by malware is screen

capturing, which involves saving an image of the screen to spy on sen-
sitive data currently being displayed. While almost every investigated
malware family provides screen capturing functionality, their imple-
mentations vary widely. As seen in Table 2, various shared libraries,
packages, and APIs are utilized to acquire screenshots.

Snippet 2: Screen capture utilizing the GDK APIs.

When investigating the source code of these modules, we found them
to represent high-level wrappers around a few core libraries that talk to
the system’s display server (see Snippet 2). As the ability to capture
screenshots is restricted in Wayland-based systems due to security and
privacy concerns, these libraries primarily utilize the X11 client APIs.
Therefore, to create a screenshot, the malware establishes a connection
to the display server using the XOpenDisplay function and then requests
a screenshot of the root window using XGetImage. In return, the display

Fig. 1. Xevents plugin detecting a keylogger that captures X11 core events.

Fig. 2. Xinputextensions detecting a keylogger that captures X11 events via
input extensions.

L. Schmidt et al.
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server provides a buffer containing an XImage, representing a screenshot
of the entire screen.

3.3.2. Memory forensic analysis
Both the screen capturing techniques utilizing XGetImage as well as

the key-/mouseloggers relying on XQueryKeymap/-Pointer operate on
the basis of a polling model, where the X11 server is periodically queried
for information. This complicates their forensic analysis, as no regis-
tration for event notifications or analogous mechanisms is performed.
Consequently, malicious activities cannot be detected by analyzing
notification queues and event masks. To overcome this hurdle, we
leverage the fact that malware querying the X11 server must use the
XOpenDisplay function to establish a connection. On the server side, this
reflects in initialization of a corresponding struct _Client instance.

We take use of this behavior to detect suspicious applications with
the xclients Volatility plugin. The plugin first scans the X11 server pro-
cess memory for _Client instances representing connected applications.
Since this reveals both malicious and regular applications, we minimize
false positives in the following way. We noted that every examined
malware sample connects to the X11 server without generating a win-
dow. This is in contrast to nearly all regular applications, which connect
to the X11 server for displaying a graphical user interface. Therefore, to
detect malicious applications, we identify client applications that do not
have a window associated. We do so by enumerating all parent-level
windows maintained by the X11 server, and determining their owning
clients by evaluating the _Window.drawable.id field. Then we map these
client identifiers with those of the previously obtained clients instances
contained in _Client.id. In case a client does not refer to any window, the
plugin marks the corresponding applications as suspicious, allowing an
investigator to identify malicious software (see Fig. 3).

3.4. Webcam & video recording

3.4.1. Malware implementation
In addition to capturing screenshots, some of the investigated mal-

ware samples can record streams of video devices. To do so, they utilize
the V4L2 API, the standard interface to video devices in Linux envi-
ronments. While malware usually tries to capture video footage of
webcams, the V4L2 implementations are not limited to them and
generalize to all available video devices. The V4L2 subystem of the
Linux kernel offers access to every identified video device by providing
a/dev/videoX character device. To capture streams of a video device,
malware first obtains a file descriptor to the corresponding character
device. It then creates a buffer of the type V4L2_BUF_TYPE_VIDEO_-
CAPTURE, and configures to map video data into its process memory by
setting the V4L2_MEMORY_MMAP attribute. Finally, the malware
queries the kernel to fill the buffer with video data by making an ioctl
system call with VIDIOC_QUERYBUF (see Snippet 3).

Snippet 3: Webcam recording utilizing V4L.

3.4.2. Memory forensic analysis
As a prerequisite for capturing streams of video devices, the malware

has to open a handle to the corresponding video device via the open
system call. The Linux kernel names V4L2 devices according to the/dev/
videoX scheme. We combine these facts to identify potential espionage
attempts via open handles to V4L2 devices, and implement this detec-
tion approach in the v4l2 Volatility plugin. The plugin leverages Linux
kernel symbols to identify the kernel list that holds the control blocks of
managed processes. Each process is represented by an instance of struct
task_struct with a pointer to an array of open file descriptors in task_-
struct- > files- > fd_array. We use this array to iterate over all file
handles of the process and resolve the corresponding file names. If a
process opened a handle to a/dev/videoX character device, the plugin
flags the process as potentially malicious, allowing an investigator to
immediately identify video capturing software (see Fig. 4).

3.5. Microphone & audio recording

3.5.1. Malware implementation
Some of the examined malware samples can record audio streams, e.

g., to spy on users by capturing microphone inputs. Recording micro-
phone input requires access to the corresponding audio device. How-
ever, instead of directly accessing audio devices, Linux applications use
the services of an audio server. To control audio servers, clients can
utilize various shared libraries or directly use APIs from application
frameworks such as Qt. This versatility also corresponds to the ap-
proaches implemented by the malware under investigation, we found
malware utilizes the PulseAudio, the PortAudio, or the Qt client APIs to
capture audio streams. However, regardless of which API is used, the
capturing workflow is similar. We illustrate the workflow using the
PulseAudio API (see Snippet 4). First, the pa_simple_new function es-
tablishes a connection to the audio server. By setting the PA_S-
TREAM_RECORD flag, the server is set up for audio recording. Finally,
the audio stream is requested from the server by calling pa_simple_read,
which directly writes the audio stream to a byte buffer. At this point, the
malware completes the recording by either exfiltrating the audio stream
over the network or saving it to a file.

Snippet 4: Audio recording utilizing PulseAudio APIs.

3.5.2. Memory forensic analysis
While Linux distributions often shipped with the PulseAudio server

in the past, now most distributions utilize a single audio server imple-
mentation, the modern PipeWire audio server (see Table 3), which fa-
cilitates the forensic analysis. The PipeWire server communicates with
clients through a UNIX domain socket using the PipeWire native pro-
tocol. However, our evaluation (Table 3) shows that malware whichFig. 3. Xclients detecting a keylogger abusing XQueryKeymap.

Fig. 4. v4l2 plugin detecting capture of video devices.

L. Schmidt et al.
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utilizes other APIs and network protocols can also successfully capture
audio streams. This is due to the use of API-compatible daemons in the
PipeWire project, which integrate with the PipeWire server and thus
provide compatibility with other server implementations. Consequently,
we focused on forensically analyzing the PipeWire server with the
pipewire Volatility plugin to identify audio espionage attacks.

PipeWire internally manages connected clients as nodes, which are
instances of the pw_node_impl structure. The structure exhibits a field
pw_node_impl.info, which can be used to identify a list of properties
pointed to by pw_node_info.prop. The prop field contains a pointer to a
spa_dict structure, representing a dictionary of node properties that
provide detailed information about the client and the requested re-
sources. Therefore, the pipewire plugin scans the process memory of the
PipeWire server instance to identify pw_node_impl instances. Following,
it evaluates the node’s properties, and identifies recording nodes using
the media. class field. Thus, the plugin gives the investigators an im-
mediate overview of processes that record audio streams (see Fig. 5).

4. Evaluation

With our work, we aim to contribute to the detection of espionage
attacks and empower investigators with novel Linux forensic capabil-
ities. To verify the applicability of the introduced methods in real-world
scenarios, we performed multiple analyses of infected systems utilizing
the previously introduced Volatility plugins.

4.1. Experimental setup

Considering that Linux distributions differ in their use of packages
and software versions, we performed our evaluation across major Linux
distributions to ensure the portability of the presented approaches.
Therefore, we set up eight virtual machines and installed major Linux
distributions with their default desktop environment and configuration.
We denote the hard- and software used for virtualization in Table 4.

Since espionage attacks are not automatically triggered when the
malware is launched but only when the control server requests them, we
transferred the reverse-engineered espionage attacks to independently
executable programs. This allows us to execute the same attack tech-
niques without having to trigger the code paths in the malware. We
deployed these attack programs to the virtual machines and mimicked
user behavior by running desktop applications. We then iteratively
executed an attack program, created a memory dump using AVML, and
reverted the machine to a clean snapshot until all espionage attacks were
executed on all distributions. Finally, we used the resulting memory
dumps to validate the developed Volatility plugins and documented our
results in Table 3.

4.2. Results

As can be seen from Table 3, the executed espionage techniques
compromise all evaluated distributions. This even holds true for key-
logging and screen capturing approaches on seemingly secure Wayland-
based distributions, although only for non-native Wayland applications.
The only exception is screen capturing on CentOS using the Qt frame-
work, where Qt fails to access window surfaces due to unknown reasons.
Overall, our results reveal a serious privacy threat, as major applications
do not yet support Wayland, e.g., the Chromium browser or Electron-
based applications. We discuss the reasons for this behavior in Sec. 5.

Notably, our evaluation shows that the Volatility plugins successfully
detect all the espionage attacks that were conducted. The detection
works across all evaluated Linux distributions, indicating the portability
of our approaches. Finally, all distributions examined use PipeWire as an
audio server, which underlines the practical applicability of detecting
audio and microphone capture malware by analyzing the PipeWire
process memory. Ta
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5. Discussion

This study analyzed spy techniques utilized by ten different malware
families. Our investigation revealed implementations of various espio-
nage techniques, utilizing multiple shared libraries and programming
languages, which demonstrates that Linux desktops are tangible targets
for espionage operations. Our analysis showed that the samples inves-
tigated primarily targeted Linux desktop services, so currently available
memory forensic techniques may fall short in detecting them. We
therefore introduced novel memory forensic approaches for analyzing
core services of the Linux desktop ecosystem, and our proof-of-concept
implementations proved effective in detecting espionage attacks across
all evaluated desktop distributions.

5.1. X11, Wayland and XWayland

Our analysis indicates that, despite the emergence of Wayland as a
successor to X11, the latter remains the primary target for malware
developers. A potential reason for this is the greater attack surface
offered by X11 since espionage attempts can be executed with regular
user permissions. While Wayland-based desktop environments should
mitigate these espionage techniques, our evaluation shows that all
evaluated desktop distributions use XWayland for backward compati-
bility reasons. XWayland provides X-protocol services to non-native
Wayland applications, which allows them to run non-ported software
but also retains their susceptibility to X11-based espionage techniques.
This poses a serious privacy threat, impacting popular applications like
Chromium and Electron-based software, and therefore messaging plat-
forms such as Slack and Discord, as well as the password manager
1Password.

5.2. Limitations

Research has shown that memory forensics can be affected by page
smearing (Pagani et al., 2019; Ottmann et al., 2023) or virtual memory
swapping, e.g., in case of scarcity of resources due to high workloads. To
provide a realistic evaluation, we activated the use of swap files and
emulated typical user workload. While memory forensics of userland
processes can be particularly susceptible to memory swapping, we have
not encountered a situation where the introduced approaches failed to
correctly analyze an acquired dump. Notably, despite the fact that only a
small amount of virtual memory was assigned to the virtual machines.
However, high-intensive system workloads could negatively influence
the acquisition of memory dumps, and therefore influence analysis re-
sults. In future work, a measurement with high-intensive workloads can
be performed to evaluate the impact on the presented approaches.

5.3. Future work

In some cases, malware implementations use plugin or extension
architectures, so that malware samples of the same family may exhibit
different functionality. Therefore, our analysis may not cover all
potentially available modules and techniques, but only those included in

the malware samples we were able to obtain. For instance, the FinFisher
malware has been reported to include an audio recording module
(Amnesty International, 2020), which was not included in our samples.
While we built a malware dataset using publicly available information,
we expect commercial malware feeds, such as VirusTotal, to hold even
more samples and malware families targeting the Linux desktop. As the
authors do not have access to these commercial feeds, their evaluation is
left for future work.

During our study, we found that desktop environments, such as
Gnome and KDE, provide functionality that is unavailable in Wayland-
based systems due to the enhanced security model. This applies in
particular to screen capturing functionality, which is often demanded by
users, but not natively supported in Wayland. For instance, we found
that both Gnome and KDE allow applications to request screen re-
cordings and screenshots via D-Bus services, and some Wayland com-
positors offer similar functionality via portal extensions. Future work
should explore, in which way these specific implementations may pose a
privacy risk, enhancing the understanding of potentially evolving
threats.

6. Related work

Even before the reported rise of Linux malware (Cozzi et al., 2018;
Ramamoorthy et al., 2024; Chierzi andMercês, 2021), memory forensics
has been a critical component of forensic analyses investigating Linux
systems (Ligh et al., 2014; Maxwell et al., 2013), e.g., by evaluating
kernel structures to identify hidden processes or network connections
that indicate rootkit presence.

In recent years, Linux memory forensics has seen significant ad-
vancements, e.g., by the adoption of userland heap analyses (Block and
Dewald, 2017) and novel approaches that provide hardware and
kernel-agnostic memory evaluation (Oliveri and Balzarotti, 2022; Oli-
veri et al., 2023), aiming to make Linux memory analyses a scalable,
cross-architecture forensic approach. Thereby, its wide adoption is
mirrored by various forensic applications, e.g., to recover messages and
passwords from instant messaging applications (Davis et al., 2022) or
network attack (Zhang et al., 2022) and eBPF rootkit detection
(Zaidenberg et al., 2025).

Recently, related work called for increasing efforts on memory an-
alyses of userland subsystems for detecting sophisticated malware (Case
and Richard, 2017), as happened with Objective C (Case and Richard,
2016), Swift (Manna et al., 2021) and. NET runtimes (Manna et al.,
2022). In contrast, memory analyses of GUI environments have pri-
marily been used to extract user data, e.g., screenshots (Saltaformaggio
et al., 2015) or documents (Saltaformaggio et al., 2014). In line with
these efforts, open source Volatility plugins to extract window attributes
and screenshots from Linux-based X11 servers were published (Geek,
2023; eurecom-s3/linux_screenshot_xwindows and original, 2024).
However, the potential for memory forensics focusing on malware
detection in the Linux desktop ecosystem remains largely unexplored. As
a result, current memory forensic approaches can reveal malware tar-
geting Linux kernel functionality (Ligh et al., 2014; Case et al., 2022),
but do not cover espionage attacks that abuse Linux desktop
functionality.

7. Conclusion

In this work, we investigated the espionage capabilities of Linux
desktop malware and introduced novel methods to detect them. Our
analysis reveals implementations of sophisticated spying capabilities,
which pose a significant threat to user privacy. Since the investigated
malware is used by state actors and APT groups known to hide their
traces, we proposed memory forensic techniques to uncover espionage
attempts. Our evaluation shows that the introduced methods success-
fully detect espionage attacks and work across major Linux distribu-
tions. Thus, this study provides insights into a previously understudied

Table 4
Experimental setup.

Hardware Software

CPU 2 vCPU Hypervisor QEMU 9.2.0
RAM 1GiB Mem. Acquisition AVML 0.14.0
Disk Size 32GiB Mem. Analysis Volatility 3 2.11

Fig. 5. The pipewire plugin detecting capture of microphone input.
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threat and offers investigators practical tools for responding to it.
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